Sw itch Statement:

* Simplifies if-else-if statement. [ Multiple conditions ]
* The switch statement contains multiple blocks of code called **cases** and a single case is executed based on the expression which is being switched.
* It also enhances the readability of the program.

The syntax to use the switch statement is given below:

1. **switch** (expression) {
2. **case** value1:
3. statements1;
4. **break**;
5. **case** value2:
6. Statements2;
7. **break**;
8. .
9. .
10. .
11. **case** valueN:
12. statementN;
13. **break**;
14. **default**:
15. **default** statements;
16. }

Points to be noted about switch statement:

* Checks only the = condition
* The case variables can be , int, long, char, bool, enum data
* float and double data type are not allowed in switch statement.
* **‘break’** statement terminates the switch block when the condition is satisfied.  
  It is optional, if not used, next case is executed. It is known as **‘fall through’**
* Cases cannot be duplicated
* ‘default’ block must be specified at last.
* ‘default’ block is executed when any of the case doesn't match the value of expression. It is optional.
* No need to use ‘break’ statement in default block.
* While using switch statements, we must notice that the case expression will be of the same type as the variable. However, it will also be a constant value.

Consider the following example to understand the flow of the switch statement.

**Student.cpp**

// Program to check in which school the student is studying using switch statement

1. **void** main ( ) {
2. **char name[]** = {“Suresh”};
3. **int grade = 7;**
4. int hsc1 = 11, hsc2 = 12;
5. **switch** ( grade ) {
6. **case** 1:
7. **case 2**:
8. **case 3**:
9. **case 4**:
10. **case 5**:

cout << name << " is studying in primary school" ;

**break**;

1. **case** 6:
2. **case 7**:
3. **case 8**:

cout << name << " is studying in middle school"  ;

**break**;

1. **case 9**:
2. **case 10**:

cout << name << " is studying in high school"  ;

**break**;

1. **case hsc1**:
2. **case hsc2**:

cout << name << " is studying in higher secondary school"   ;

**break**;

1. **default**:

cout << name << " is not studying in school" ;

1. }
2. }

**Output:**

Suresh is studying in middle school

// Program to check in which school the student is studying using if-else-if statement

1. **void** main ( ) {
2. **char name[]** = {“Suresh”};
3. **int grade = 7;**
4. int hsc1 = 11, hsc2 = 12;
5. if ( grade>=1 && grade <= 5)
6. {

cout << name << " is studying in primary school"  ;

1. }
2. else if (grade>=6 && grade <= 8)
3. {

cout << name << " is studying in middle school"   ;

1. }
2. else if ( grade ==9 || grade == 10)
3. {

cout << name << " is studying secondary school"  ;

1. }
2. else if (grade == hsc1 || grade ==hsc2)
3. {

cout << name << " is studying in higher secondary school"  ;

1. }
2. else
3. {

cout << name << " is not studying in school";

1. }
2. }

/\* Program to allocate the work based on gender and grade point value

Gender is ‘M’ -> Grade is above 8.5 ------ ‘Office work’

Otherwise ‘Field work’

Gender is ‘F’ -> ‘Office work’

\*/

void main ( )

{

char name [50];

char gender;

float grade;

cin>>“Enter name, gender and grade of the person“>>”\n”;  
 cin >> name >> gender >> grade ;

if ( ( gender == ‘M’ || gender == ‘m’ ) && grade >= 8.5 )

{

cout<< name << “ is appointed for office work” << “\n”;

else

cout << name << “ is appointed for field work” << endl ;

}

else if ( gender == ‘F’ || gender == ‘f’ )

{

cout<<name << “ is appointed for office work” << endl;

}

else

cout << name << “ is not appointed “ <<””\n;

}

}

Loop Statements

* In programming, sometimes we need to execute the block of code repeatedly while some condition evaluates to true.
* Loop statements are used to execute the set of instructions in a repeated order.
* The execution of the set of instructions depends upon a particular condition.

Steps in looping statements

* 1. Initialization
  2. Condition
  3. Set of statements
  4. Increments/Decrements (Step Size)

Types of loops ( Based on the condition specified )

* 1. Entry condition loop ( while loop, for loop )
  2. Exit condition loop ( do – while loop )

1. for loop
2. while loop
3. do-while loop

while loop

* Entry condition loop
* Iterate over the number of statements multiple times.
* If we **don't know the number of iterations in advance**, it is recommended to use a while loop.

General Format for while loop

initialization

**while** ( condition) {

//looping statements

Set of statements

Increment/ decrement

}

The flow chart for the while loop is given in the following image.
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Consider the following example.

**// Print all the numbers divisible by 3 from 50 to 100 using while loop**

**void** main( ) {

**int** a = 50;

cout << "Printing the list of numbers divisible by 3 from 50 to 100 \n";

**while** ( a<=100 ) {

if ( a % 3 == 0 )

cout << ( I );

a ++ ; //// ++ a; ///// a = a + 1; ///// a += 1;

}

}

do-while loop

* Exit condition loop
* Condition is specified at the last, so that the body of the loop is executed at least once though the condition is false at the first time.
* If w**e don't know the number of iterations in advance**, it is recommended to use a do-while loop.

The syntax of the do-while loop is given below:

initialization

**do** ( condition) {

//looping statements

Set of statements

Increment/ decrement

}   while ( condition );

**// Print all the numbers in the series 30 25 20 15 10 5 0 -5 -10 -15 -20 -25 -30 using do-while loop**

**void** main ( ) {

**int** a = 30;

cout << "Print the series of numbers \n";

do {

cout << a << “\t “ ;

a = a - 5; ///// a -= 5;

}   **while** ( a>= -30 ) ;

cout << “Program terminated \n”;

}

for loop

* Entry condition loop
* Enables us to initialize the loop variable, check the condition, and increment/decrement in a single line of code.
* Semicolon ( ; ) must be used to separate each part
* Use the for loop only when we exactly know the number of times

Syntax for **‘for’** loop

**for** ( initialization ; condition ; increment/decrement ) {

Set of statements //block of statements

}

The flow chart for the for-loop is given below.

![Control Flow in Java](data:image/png;base64,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)

Consider the following example to understand the proper functioning of for loop:

// Factorial of a given number using for loop ------ n! = 1 \* 2 \* 3 \* 4 \* 5

**void** main( ) {

int n;

**int** fac = 1;

**cout << “Enter n value “;**

**cin >> n ;**

**for**( **int** i = 1; i <= n ; i++) {

fac = fac \* i;

}

cout << "Factorial =  " << fac ;

}

}

**Output:**

Factorial = 120

Nested looping structure

* Any loop (while, do-while, for) can be nested
* The entire loop is specified within another loop
* Loop can’t be overlapped

Example :

int i =1;

while ( i <= 3 )

{

int j = 1;

while ( j <= 5 )

{

cout << “ I = “ << i << “ , J = “ << j << “\n” ;

j++ ;

}

I++;

}

Output :

I = 1 , J = 1

I = 1 , J = 2

I = 1 , J = 3

I = 1 , J = 4

I = 1 , J = 5

I = 2 , J = 1

I = 2 , J = 2

I = 2 , J = 3

I = 2 , J = 4

I = 2 , J = 5

I = 3 , J = 1

I = 3 , J = 2

I = 3 , J = 3

I = 3 , J = 4

I = 3 , J = 5

* Outer loop ( I ) is executed 3 times
* Inner loop ( J ) is executed 3 \* 5 ( I \* j ) 15, times

Nested loop using for loop

for ( I = 1; I <= 3; i++ )

{

for ( j = 1; j<= 5; j++ )

{

cout << “ I = “ << i << “ , J = “ << j << “\n” ;

}

}

**Variation in for loop**

* 1. // No initialization part in for loop

int a = 1;

for ( ; a <= 10 ; a++)

{

cout << a << “ \t “;

}

* 1. // No initialization as well as step size in for loop

int a = 1;

for ( ; a <= 10 ; )

{

cout << a << “ \t “;

a++;

}

**Note :** This for loop is similar to while loop.

* 1. Infinite loop

int a = 1;

for ( ; ; )

{

cout << a << “ \t ”;

a++;

}

NOTE:

bool a = true;

while (a)

{

-------

}

Or

while (true)

{

}

Note :

* Infinite loop is not included in the program
* There must be any condition with **break** statement to come out (terminate) the loop at any time, otherwise the system will go to the hanging state

int a = 1;

for ( ; ; )

{

if ( a <= 10 )

cout << a << “ \t “ ;

else

break;

a++;

}

* 1. Null loop

for (int I = 1; i<=2000; i++ ) ;

* 1. Empty loop ///// To specify delay

for (int I = 1; I <=2000; i++ )

{ }

(OR)

for (int I = 1; i<=2000; i++ ) ;

Note :

An empty statement in C++ is written as a single semicolon.

The empty statement doesn't do anything, but the syntax is occasionally useful.

For example,

You can use it to indicate an empty loop body of a for loop:

int a [ ] = { 10, 20, 30, 40 ,50 };

for(int i = 0; i < 10; a[i++]++) // Increment array elements

/\* empty \*/; // Loop body is empty statement

Output: The array elements would be

11, 21, 31, 41, 51 ///// Array elements

* 1. For loop with more than one initialization
* The for loop syntax does not restrict you to writing loops that use only a single variable.
* Both the initialize and increment expressions of ‘for’ loop can use a comma to separate multiple initializations and increment expressions.

For example:

for (int i = 0, j = 10 ; i < 10 ; i++, j-=2)

sum += i \* j;

* 1. For loop with more than one conditions

for (int i = 1, j = 10 ; i <= 10, j>=0 ; i++, j-=2)

cout << “ I = “ << i << “ , J = “ << j << “\n”;

* More than one conditions in the for loop specifies and ( && ) condition
* When both the conditions are true, the body of the loop will be executed

for (int i = 1, j = 10 ; i <= 10 && j>=0 ; i++, j-=2)

cout << “ I = “ << i << “ , J = “ << j << “\n” ;

Note :

3 iterations are performed, when j=4 the loop is terminated.

**‘break’ statement**

> Come out immediately from the containing loop

> Terminates the current block

> When break; is encountered within the inner loop, the control comes out from the inner loop only.

> To come out from outer loop also, we can specify labelled break statement.

* Used to break the current flow of the program
* Transfer the control to the next statement outside a loop or switch statement.
* Breaks only the inner loop in the case of the nested loop.
* It can only be written inside the loop or switch statement.

Example :

for ( I = 1; I <= 3; i++ )

{

for ( j = 1; j<= 5; j++ )

{

if ( j>3 ) break;

cout << “ I = “ << i << “ , J = “ << j << “\n” ;

}

}

Output :

I = 1 , J = 1

I = 1 , J = 2

I = 1 , J = 3

I = 2 , J = 1

I = 2 , J = 2

I = 2 , J = 3

I = 3 , J = 1

I = 3 , J = 2

I = 3 , J = 3

**‘continue’ statement**

> Continue same loop again by skipping set of statement after continue statement

Example I :

for (i = 1; I <= 3; i++ )

{

for ( j = 1; j<= 5; j++ )

{

if ( j==3 ) continue;

cout << “ I = “ << i << “ , J = “ << j << “\n”;

}

}

Java break statement

* **The break statement example with for loop**

Consider the following example in which we have used the break statement with the for loop.

1. **void** main( ) {
2. **for**(**int** i = 0; i<= 10; i++) {

cout << i << endl ;

**if**(i==6) {

**break**;

1. }
2. }
3. }

**Output:**

0

1

2

3

4

5

6

continue statement

It doesn't break the loop, whereas, it skips the specific part of the loop and jumps to the next iteration of the loop immediately.

Consider the following example to understand the functioning of the continue statement.

1. **void** main( ) {
2. **for**(**int** i = 0; i<= 2; i++) {
3. **for** (**int** j = i; j<=5; j++) {
4. **if**(j == 4) {
5. **continue**;
6. }
7. cout << ( j );
8. }
9. }
10. }

**Output:**

0

1

2

3

5

1

2

3

5

2

3

5